Why introns in Genetic Programming grow
exponentially
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Abstract. We argue that introns or non-coding segments of GP pro-
grams are a means for genomes to protect themselves from the destruc-
tive effects of crossover and other operators. There are, however, both
advantages and disadvantages to these protection devices.

Various studies have shown that introns in Genetic Programming Systems
grow heavily if not exponentially towards the end of runs [3, 12, 5, 8, 1, 11], with
some partially contradictory explanations that have been put forward to date
(see also [7, 6, 10]). The matter is far from being settled though. This field is very
young and it may be that all of these studies, some seemingly inconsistent, just
represent different spots on the very complex surface that represents the effect
of introns. Much more study is necessary before anything more than tentative
conclusions may be stated.

Before we suggest a possible explanation for the problem of explosive intron
growth in GP, a few qualifications are necessary:

— Introns may have differing effects before and after exponential growth of
introns begins. After exponential growth occurs, the exponential effect surely
overwhelms whatever effect the introns had previously, if any.

— Different systems may generate different types of introns with different prob-
abilities. It may, therefore be harder to generate introns in some GP systems
than in others.

— The extent to which genetic operators are destructive in their effect is likely
to be a very important initial condition in intron growth. This underlines
the importance of measuring and reporting on destructive, neutral and con-
structive crossover or mutation figures when doing intron research.

— Mutation and crossover may affect different types of introns differently.

— Finally, it is important to distinguish between emergent introns and artifical
intron equivalents [1, 9, 2]. In most systems, the existence and growth of
artifical intron equivalents is more or less free to the system — a gift from
the programmer so to speak. This may well make artificial intron equivalents
much more likely to engage in exponential growth than emergent introns.

We believe that the reason for the growth behavior is that introns can provide
very effective global protection against the destructive effects of operators (mainly



crossover in GP). By that, we mean that the protection is global to the entire
individual. This happens because toward the end of a run, the individuals are at
or close to their best performance. It is difficult for them to improve their fitness
by solving the problem better. Instead, their best strategy for survival changes.
Their strategy becomes to prevent destructive genetic operators from disrupting
the good solutions already found.

One can reformulate the equation for effective fitness given in [4] as follows:
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where p”" now lumps together both the probability of application and of de-
structiveness of an operator r, and L;’T is the corresponding intron length.

When fitness (f;) is already high, the possibility of improving effective fitness
by changing actual fitness is much lower than at the beginning of the run. But
an individual can continue to increase its effective fitness, even late in a run, by
increasing the number of introns (L;-’T) against r in its structure.

Further, there is no end to the predicted growth of introns, apart from reach-
ing the maximally allowed length. Because the number of introns in an individual
is always less than the absolute size of an individual, the ratio (supressing index
), L;/ Lf is always less than one. So introns could grow infinitely and continue
to have some effect on the effective fitness of an individual as long as p? > 0.

The effect of explosive intron growth is dramatic. Normally, crossover is
destructive more than seventy-five percent of the time. But after introns oc-
cupy most of the population, destructive crossover is replaced almost completely
with neutral crossover. Individuals are merely swapping introns with higher and
higher probability each generation. Swapping code that has no effect between
two individuals by definition has no effect. Hence neutral crossover comes to
dominate a run after the explosive growth of introns.

Introns in GP are always a mixed blessing. On the one hand they show how
variable size genomes in EAs reflect the biological paradigm of evolution. With
them, we also observe some unwanted/unsuspected aspects of evolution. Fur-
thermore, they could be put to work for compressing or for structuring effective
code. On the other hand, introns slow down search processes even to the point of
inhibiting evolution altogether. How they can be controlled or otherwise made
useful for the search process is presently a question of utmost importance.
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